
Verifiable Computation over Large
Database with Incremental Updates

Xiaofeng Chen, Jin Li, Jian Weng, Jianfeng Ma, and Wenjing Lou

Abstract—The notion of verifiable database (VDB) enables a resource-constrained client to securely outsource a very large database

to an untrusted server so that it could later retrieve a database record and update a record by assigning a new value. Also, any attempt

by the server to tamper with the data will be detected by the client. When the database undergoes frequent while small modifications,

the client must re-compute and update the encrypted version (ciphertext) on the server at all times. For very large data, it is extremely

expensive for the resources-constrained client to perform both operations from scratch. In this paper, we formalize the notion of

verifiable database with incremental updates (Inc-VDB). Besides, we propose a general Inc-VDB framework by incorporating the

primitive of vector commitment and the encrypt-then-incremental MAC mode of encryption. We also present a concrete Inc-VDB

scheme based on the computational Diffie-Hellman (CDH) assumption. Furthermore, we prove that our construction can achieve the

desired security properties.

Index Terms—Verifiable database, incremental cryptography, outsourcing computations, vector commitment

Ç

1 INTRODUCTION

WITH the availability of cloud services, the techniques
for securely outsourcing the prohibitively expensive

computations are getting widespread attention in the scien-
tific community. That is, the clients with resource-constraint
devices can outsource the heavy computation workloads
into the untrusted cloud servers and enjoy the unlimited
computing resources in a pay-per-use manner. Since the
cloud servers may return an invalid result in some cases,
one crucial requirement of outsourcing computation is that
the client has the ability to verify the validity of computa-
tion result efficiently.

The primitive of verifiable computation has beenwell stud-
ied by plenty of researchers in the past decades [9], [13], [14],
[34], [35], [42], [43], [45]. Most of the prior work focused on
generic solutions for an arbitrary function (encoded as a Bool-
ean circuit). Though, in general, the problem of verifiable
computation has been theoretically solved, the proposed solu-
tions are still much inefficient for real-world applications.
Therefore, it is still meaningful to seek for efficient protocols
for verifiable computation of specific functions.

Benabbas et al. [19] first proposed the notion of the verifi-
able database (VDB) in order to solve the problem of verifi-
able outsourcing storage. That is, assume that a resource
constrained client would like to store a very large database
on a server so that it could later retrieve a database record
and update a record by assigning a new value. If the server
attempts to tamper with the database, it will be detected by
the client with an overwhelming probability. Besides, the
computation and storage resources invested by the client
must not depend on the size of the database (except for an
initial setup phase).

Trivially, we can construct efficient VDB schemes based
on message authentication codes or digital signatures for a
static database. However, it is another thing if the client (fre-
quently) performs updates on the database. As noted in
[19], the main technical difficulty in this case is that the cli-
ent must have a mechanism to revoke the signatures given
to the server for the previous values. Otherwise, the mali-
cious server can utilize the previous (while valid) database
records and corresponding signatures to respond the cur-
rent query of the client. This is called the Backward Substi-
tution updates (BSU) attack on VDB. In order to solve this
issue, the client should keep track of every change locally.
However, this totally contradicts the goal of outsourcing,
i.e., the client should use much less resources than those
needed to store the database locally.

Benabbas et al. [19] presented the first practical verifiable
computation scheme for high degree polynomial functions
and used it to design an efficient VDB scheme. The construc-
tion relies on a constant size assumption in bilinear groups
of composite order, while does not support public verifiabil-
ity (i.e., only the owner of the database can verify the correct-
ness of the proofs). Basically, it is sufficient to just achieve
private verifiability for VDB schemes in most applications.
While in some special scenarios (especially in the case of the
database owner is not the database user), it is essential to
achieve public verifiability. For example, the client (or data
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owner) outsources a database which supports public traffic
information services to every driver (data user). In this case,
each user should be able to publicly verify the validity of the
proof by the cloud server in VDB schemes. Very recently,
Catalano and Fiore [22] proposed an elegant solution to build
VDB from a primitive named vector commitment. The con-
crete construction relies on standard constant-size assump-
tion and supports public verifiability.

The data records often contain some sensitive informa-
tion that should not be exposed to the cloud server. There-
fore, the client should encrypt the database and store the
encrypted version on the server. In some scenarios, the data
(plaintext) of client undergoes frequent while small modifi-
cations. For example, one anti-virus company outsources its
virus database to a cloud server. Also, the company must
add the new-discovered viruses to the database everyday.
Generally, the daily new-discovered viruses are a very tiny
part of whole database and almost all parts of database
remain unchanged. In this case, the client must re-compute
and update the encrypted version (ciphertext) on the server
at all times [10], [11]. For very large data, it is extremely
expensive for the resources-constrained client to re-compute
and update the ciphertext from scratch each time. Therefore,
it is meaningful to propose efficient constructions for VDB
with incremental updates (Inc-VDB, for short). Loosely
speaking, Inc-VDB means that re-computing and updating
the ciphertext in VDB are both incremental algorithms, i.e.,
the client can efficiently perform both operations with pre-
vious values, rather than from scratch.

Bellare et al. [10], [11] introduced the notion of incre-
mental cryptography to design cryptographic algorithms
whose output can be updated very efficiently when the
underlying input changes. For example, if a single block
of the data is modified (we can view the data as a
sequence of blocks), the client only needs to re-compute
the ciphertext on this certain block and the ciphertext of
other blocks remains identical [12], [46]. Nevertheless, we
argue that the incremental encryption does not provide a
full solution for constructing efficient Inc-VDB schemes.
The reasons are two-fold: First, previous incremental
encryption schemes cannot solve the case of distributed
updates on the data. That is, multiple blocks of the plain-
text are modified while the modification on each single
block is very small. The worst case is that every block of
the plaintext is updated while only 1 bit for each single
block is changed. If this case happens, the client must re-
compute the whole ciphertext from scratch. Second, pre-
vious incremental encryption schemes cannot necessarily
lead to incremental updates on VDB. That is, the update
algorithm of VDB is not incremental and the client still
needs to re-compute new updated token from scratch
each time. To the best of our knowledge, it seems that
there is no research work on constructing efficient Inc-
VDB schemes.

1.1 Our Contribution

In this paper, we further study the problem of constructing
verifiable database with efficient updates. Our contributions
are three-fold:

� We first introduce the notion of verifiable database
with incremental updates (Inc-VDB). The update

algorithm in Inc-VDB is an incremental one, i.e., the
client can efficiently compute the new ciphertext and
the updated tokens with previous values, rather
than from scratch. Thus, Inc-VDB schemes can lead
to huge efficiency gain when the database undergoes
frequent while small modifications.

� We propose a general Inc-VDB framework by incor-
porating the primitive of vector commitment [22]
and the encrypt-then-incremental MAC mode of
encryption [12]. We also present a concrete Inc-VDB
scheme based on the computational Diffie-Hellman
(CDH) assumption. Besides, the proposed Inc-VDB
scheme supports the public verifiability.

� We first introduce a new property called account-
ability for VDB schemes. That is, after the client
detected the tampering of the server, the client
should be able to provide a proof to convince the
judge of the facts. All of the existing VDB schemes
do not satisfy the property of accountability. We
prove that the proposed Inc-VDB scheme satisfies
the property of accountability.

This is the full version of the paper that has been pre-
sented in ESORICS 2014 [31]. The main differences from the
conference version are as follows: First, we present the
related work of secure outsourcing computations to illus-
trate the research progress. We also introduce the primitive
of vector commitment and Catalano-Fiore’s VDB frame-
work in Sections 2.3 and 2.4, respectively. Second, we add a
new Section 4 to present an incremental encryption mecha-
nism based on bit flipping. We also present the formal secu-
rity proof. Finally, we add a new Section 6 to provide a
thorough experimental evaluation of the proposed incre-
mental VDB scheme.

1.2 Related Work

Gennaro et al. [39] first formalized the notion of verifiable
computation. Though the solution allows a client to out-
source the computation of an arbitrary function, it is ineffi-
cient for practical applications due to the complicated fully
homomorphic encryption (FHE) techniques [37], [38].
Besides, another disadvantage of the schemes based on
FHE is that the client must repeat the expensive pre-proc-
essing stage if the malicious server tries to cheat and learns
a bit of information, i.e., the client has accepted or rejected
the computation result. Therefore, plenty of researchers
investigated verifiable computation for specific functions
in order to obtain much more efficient protocols such as
matrix multiplications and quadrature [1], [3], [6], [53], [54],
sequence comparisons [4], [16], and cryptographic algo-
rithms [21], [30], [32], [40], [41], [50].

Previous research works for VDB are mainly based on
accumulators [24], [25], [49] and authentication data struc-
tures [47], [48], [51], [52]. However, it seems that these solu-
tions either rely on non-constant size assumptions or
require expensive operation. Benabbas et al. [19] presented
the first practical VDB scheme based on the hardness of the
subgroup membership problem in bilinear groups. How-
ever, the scheme does not satisfy the property of public veri-
fiability. Catalano and Fiore [22] proposed an elegant
solution to construct the public verifiable VDB schemes
from vector commitment. Both of the schemes assumed that
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the size of the outsourced database should be fixed and the
client can know the outsourcing function in advance.
Recently, Backes et al. [8] presented a flexible VDB with two
additional properties that eliminates the assumption.

Generally, there are three kinds of approaches to achieve
the verifiability of outsourcing computations. The first one
is mostly suitable for the case that the verification itself is
never involved in any expensive computations. For exam-
ple, for the “inversion of one-way function” class of out-
sourcing computations [5], [27], [28], [29], [36], the client can
directly verify the result since the verification is just equiva-
lent to compute the one-way functions. The second
approach is that the client uses multiple servers to achieve
verifiability [26], [29], [41]. That is, the client sends the ran-
dom test query to multiple servers and it accepts only if all
the servers output the same result. Trivially, the approach
can only ensure the client to detect the error with probabil-
ity absolutely less than 1. The last approach is based on one
malicious server and might leverage some proof systems
[34], [42], [43], [45]. Obviously, an essential requirement is
that the client must verify the proofs efficiently.

1.3 Organization

This paper is organized as follows. Some preliminaries are
presented in Section 2. We present the formal definition and
security requirements of Inc-VDB in Section 3. In Section 4,
we propose an incremental encryption mechanism based on
bit flipping besides the formal security proof. In Section 5,
we firstly propose a general and efficient Inc-VDB frame-
work and then present a concrete Inc-VDB scheme. We also
present the security and efficiency analysis of the proposed
Inc-VDB scheme. The experimental evaluation of the pro-
posed scheme is given in Section 6. Finally, concluding
remarks will be made in Section 7.

2 PRELIMINARIES

In this section, we first introduce the basic definition and
properties of bilinear pairings. We then present the formal
definition of VDB. Besides, we also introduce the primitive
of vector commitment and Catalano-Fiore’s elegant VDB
framework.

2.1 Bilinear Pairings

Let G1 and G2 be two cyclic multiplicative groups of prime
order p. Let g be a generator of G1. A bilinear pairing is a
map e : G1 � G1 ! G2 with the following properties:

1) Bilinear: eðua; vbÞ ¼ eðu; vÞab for all u; v 2 G1, and
a;b 2 Z�p.

2) Non-degenerate: eðg; gÞ 6¼ 1:
3) Computable: There is an efficient algorithm to com-

pute eðu; vÞ for all u; v 2 G1:
The examples of such groups can be found in supersin-

gular elliptic curves or hyperelliptic curves over finite fields,
and the bilinear pairings can be derived from the Weil or
Tate pairings. In the following, we introduce the Computa-
tional Diffie-Hellman problem in G1.

Definition 1. The Computational Diffie-Hellman problem in G1

is defined as follows: given a triple ðg; gx; gyÞ for any
x; y 2R Zp as inputs, output gxy. We say that the CDH

assumption holds in G1 if for every probabilistic polynomial
time algorithm A, there exists a negligible function neglð�Þ
such that Pr½Að1k; g; gx; gyÞ ¼ gxy� � neglðkÞ for all security
parameter k.

A variant of CDH problem is the Square Computational
Diffie-Hellman (Squ-CDH) problem. That is, given ðg; gxÞ
for x 2R Zp as inputs, output g

x2 . It has been proved that the
Squ-CDH assumption is equivalent to the classical CDH
assumption [7].

2.2 Verifiable Database

Informally, a VDB scheme allows a resource-constraint cli-
ent to outsource the storage of a very large database to a
server in such a way that the client can later retrieve and
update the data records from the server. Besides, any
attempts to tamper with the data by the dishonest server
will be detected when the client queries the database. The
formal definition for VDB is given as follows [19], [22]:

Definition 2. A verifiable database scheme VDB ¼ ðSetup;
Query;Verify;UpdateÞ consists of four algorithms defined
below.

� Setupð1k;DBÞ: On input the security parameter k,
the setup algorithm is run by the client to generate a
secret key SK to be secretly stored by the client, and a
public key PK that is distributed to all users (including
the client itself) for verifying the proofs.

� QueryðPK; xÞ: On input an index x, the query algo-
rithm is run by the server, and returns a pair
t ¼ ðv;pÞ.

� VerifyðPK=SK; x; tÞ: The public/private verification
algorithm outputs a value v if t is correct with respect
to x, and an error ? otherwise.

� UpdateðSK; x; v0Þ: In the update algorithm, the client
firstly generates a token t0x with the secret key SK and
then sends the triples ðx; t0x; v0Þ to the server. Then, the
server uses v0 to update the database record in index x,
and t0x to update the public key PK.

Remark 1. There are two different kinds of verifiability for
the outputs of the query algorithm, i.e., t ¼ ðv;pÞ. In
the Catalano-Fiore’s scheme [22], anyone can verify the
validity of t with the public key PK. Therefore, it satis-
fies the property of public verifiability. However, in
some applications, only the client can verify the proofs
generated by the server since the secret key of the cli-
ent is involved in the verification. This is called the pri-
vate verifiability [19]. Trivially, a verifiable database
scheme should support both verifiability for various
applications.

2.3 Vector Commitment

Informally speaking, a vector commitment scheme [22]
allows to commit to an ordered sequence of values
ðm1; . . . ; mqÞ in such a way that the committer can later
open the commitment at specific positions. Furthermore,
anyone should not be able to open a commitment to
two different values at the same position (this is called
position binding). Besides, vector can be required to be hid-
ing. That is, any adversary cannot distinguish whether
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a commitment was created to a sequence ðm1; . . . ; mqÞ or to
ðm01; . . . ; m0qÞ, even after seeing some openings at some

positions. However, hiding is not a critical property in the
realization of vector commitment for some applications,
e.g., constructing verifiable database with efficient
updates. Besides the properties of position binding and
hiding, vector commitment needs to be concise, i.e., the
size of the commitment string and the opening are both
independent of q. In the following, we present a formal
definition of vector commitment [22].

Definition 3. A vector commitment scheme VC ¼ ðVC:KeyGen;
VC:Com;VC:Open;VC:Veri;VC:Update; VC:ProofUpdateÞ
consists of the following algorithms:

� VC:KeyGenð1k; qÞ: On input the security parameter k
and the size q ¼ polyðkÞ of the committed vector, the key
generation algorithm outputs some public parameters
PPwhich also implicitly define the message spaceM.

� VC:ComPPðm1; . . . ;mqÞ: On input a sequence of q
messages ðm1; . . . ;mqÞ 2 Mq, and the public parame-
ters PP, the committing algorithm outputs a commit-
ment string C and an auxiliary information aux.

� VC:OpenPPðm; i; auxÞ: This algorithm is run by the
committer to produce a proof pi that m is the ith com-
mitted message.

� VC:VerPPðC;m; i;piÞ: The verification algorithm out-
puts 1 only if pi is a valid proof that C is a commit-
ment to a sequence ðm1; . . . ;mqÞ such thatm ¼ mi.

� VC:UpdatePPðC;m; i;m0Þ: This algorithm is run by
the original committer who wants to update C by
changing the ith message to m0. It takes as input the
old message m at the position i, the new message m0,
outputs a new commitment C0 together with an update
information U .

� VC:ProofUpdatePPðC;U;m0; i;piÞ: The algorithm can
be run by any user who holds a proof pi for some message
at the position j with respect to. C. It allows the user to
compute an updated proof p0i (and the updated commit-
ment C0) such that p0i is valid with respect to C0 which
contains m0 as the new message at the position i. Basi-
cally, the value U contains the update information which
is needed to compute such values.

2.4 VDB Framework from Vector Commitment

Catalano-Fiore’s VDB general framework from vector com-
mitment is given as follows [22].

� Setupð1k;DBÞ: Let the database be DB ¼ ðx; vxÞ for
1 � x � q. Run the key generation algorithm of vector
commitment to obtain the public parameters

PP VC:KeyGenð1k; qÞ. Run the committing algo-
rithm to compute the commitment and auxiliary
information ðC; auxÞ  VC:ComPPðv1; . . . ; vqÞ. Define
PK ¼ ðPP; C; aux; DBÞ as the public key of VDB
scheme, andSK ¼ = as the secret key of the client.

� QueryðPK; xÞ: On input an index x, the server firstly
runs the opening algorithm to compute px  
VC:OpenPPðvx; x; auxÞ and then returns t ¼ ðvx;pxÞ.

� VerifyðPK; x; tÞ: Parse the proofs t ¼ ðvx;pxÞ. If
VC:VerPPðC; x; vx;pxÞ ¼ 1, then return vx. Otherwise,
return an error ?.

� UpdateðSK; x; v0xÞ: To update the record of index x,
the client firstly retrieves the current record vx
from the server. That is, the client obtains
t  QueryðPK; xÞ from the server and checks that
VerifyðPK; x; tÞ ¼ vx 6¼?. Also, the client computes
t0x ¼ ðC0; UÞ  VC:UpdatePPðC; vx; x; v0xÞ and sends
the server ðx; t0x; v0xÞ. Then, the server uses v0x to
update the database record of index x, and t0x to
update the public key.

3 VDB WITH INCREMENTAL UPDATES

In this section, we introduce the formal definition and secu-
rity requirements of VDB with incremental updates.

3.1 Formal Definition

Without loss of generality, we consider the database DB as
a set of tuples ðx;mxÞ in some appropriate domain, where x
is an index and mx is the corresponding value which can be
arbitrary payload sizes. In order to achieve the confidential-
ity of the data record mx, the client can use an arbitrary
semantically-secure encryption scheme ENC (the key is
implicit in the notation) to encrypt each mx. Trivially, given
the ciphertext vx ¼ ENCðmxÞ, only the client can compute
the record mx. Therefore, we only consider the case of
encrypted database ðx; vxÞ. This is also implicitly assumed
in the existing academic research.

Informally, verifiable database with incremental updates
(Inc-VDB) can be viewed as a special case of VDB in which
the updated record m0x is only slightly different from the
previous one mx (note that the corresponding ciphertexts v0x
and vx may be totally different). The distinct feature of Inc-
VDB is that the update algorithm is an incremental one.
That is, the client can efficiently compute a new token t0x
from the previous one, rather than re-computing it from
scratch (similarly, the server can efficiently update the pub-
lic key rather than re-computing it from scratch). Trivially,
Inc-VDB can lead to huge efficiency gains, especially in the
scenario when the database is subject to frequent, small
modification. In the following, we present a formal defini-
tion for Inc-VDB.

Definition 4. A verifiable database scheme with incremental
updates Inc-VDB ¼ ðSetup;Query;Verify; Inc-UpdateÞ con-
sists of four algorithms defined below.

� Setupð1k;DBÞ: On input the security parameter k,
the setup algorithm is run by the client to generate a
secret key SK to be secretly stored by the client, and a
public key PK that is distributed to all users (including
the client itself) for verifying the proofs.

� QueryðPK; xÞ: On input an index x, the query
algorithm is run by the server, and returns a pair
t ¼ ðv;pÞ.

� VerifyðPK=SK; x; tÞ: The public/private verification
algorithm outputs a value v if t is correct with respect
to x, and an error ? otherwise.

� Inc-UpdateðSK; x; v0Þ: In the update algorithm, the
client utilizes the secret key SK to compute a new
token t0x from the previous one in an incremental
manner rather than computing it from scratch.
Then, the client sends the triples ðx; t0x; v0Þ to the

CHEN ETAL.: VERIFIABLE COMPUTATION OVER LARGE DATABASE WITH INCREMENTAL UPDATES 3187



server. If the token t0x is valid, the server uses v0 to
update the database record in index x, and t0x to
incrementally update the public key PK.

3.2 Security Requirements

In the following, we introduce some security requirements
for Inc-VDB. Obviously, Inc-VDB should inherently satisfy
three security properties of VDB [19], i.e., security, correct-
ness, and efficiency. Besides, we also introduce a new prop-
erty named accountability for Inc-VDB.

The first requirement is the security of Inc-VDB scheme.
Intuitively, an Inc-VDB scheme is secure if a malicious
server cannot convince a verifier to accept an invalid out-
put, i.e., v 6¼ vx where vx is the value of database record in
the index x. Note that vx can be either the initial value
given by the client in the setup stage or the latest value
assigned by the client in the update procedure.

Definition 5 (Security). An Inc-VDB scheme is secure if for any
database DB 2 ½q� � f0; 1g�, where q ¼ polyðkÞ, and for any
probabilistic polynomial time (PPT) adversary A, we have

AdvAðInc-VDB; DB; kÞ � neglðkÞ;
where

AdvAðInc-VDB; DB; kÞ ¼ Pr½ExpInc-VDB
A ðDB; kÞ ¼ 1�

is defined as the advantage of A in the experiment as follows:

ExperimentExpInc-VDB
A ½DB; k�

ðPK;SKÞ  SetupðDB; kÞ;
For i ¼ 1; . . . ; l ¼ polyðkÞ;

Verify query :

ðxi; tiÞ  AðPK; t01; . . . ; t0i�1Þ;
vi  VerifyðPK=SK; xi; tiÞ;

Inc-Update query :

ðxi; vðiÞxi Þ  AðPK; t01; . . . ; t0i�1Þ;
t0i  Inc-UpdateðSK; xi; v

ðiÞ
xi
Þ;

ðx̂; t̂Þ  AðPK; t01; . . . ; t0lÞ;
v̂ VerifyðPK=SK; x̂; t̂Þ
If v̂ 6¼? and v̂ 6¼ v

ðlÞ
x̂ ; output 1; else output 0:

In the above experiment, we implicitly assign PK PKi

after every update query.
The second requirement is the correctness of Inc-VDB

scheme. That is, the value and proof generated by the hon-
est server can be always verified successfully and accepted
by the client.

Definition 6 (Correctness). An Inc-VDB scheme is correct if for
any database DB 2 ½q� � f0; 1g�, where q ¼ polyðkÞ, and for
any valid pair t ¼ ðv;pÞ generated by an honest server, the
output of verification algorithm is always the value v.

The third requirement is the efficiency of Inc-VDB
scheme. That is, the client in the verifiable database scheme

should not be involved in plenty of expensive computation
and storage (except for an initial pre-processing phase).1

Definition 7 (Efficiency). An Inc-VDB scheme is efficient if
for any database DB 2 ½q� � f0; 1g�, where q ¼ polyðkÞ, the
computation and storage resources invested by the client must
be independent of the size of the database DB. Besides, the
cryptographic operations performed by the client should be
incremental.

Finally, we introduce a new requirement named account-
ability for Inc-VDB scheme. That is, after the client has
detected the tampering of dishonest server, he should pro-
vide some evidence to convince a judge of the facts.

Definition 8 (Accountability). An Inc-VDB scheme is account
if for any database DB 2 ½q� � f0; 1g�, where q ¼ polyðkÞ, the
client can provide a proof for this misbehavior if the dishonest
server has tampered with the database.

4 INCREMENTAL ENCRYPTION BASED ON BIT

FLIPPING

In this section, we propose a new incremental encryption
based on the bit flipping operation. More precisely, we give
a general mechanism for converting any provable secure
encryption scheme into an incremental one. The construc-
tion P ¼ ðKG;ENC;DEC; Inc-ENC; Inc-DECÞ is defined as
follows:

� KG: On input the security parameter k, the key gen-
eration algorithm outputs the secret/public key pair
ðSK; PKÞ. Without loss of generality, let P0 ¼
ðKG;ENC;DECÞ be any IND-CCA secure (symmet-
ric or asymmetric) encryption scheme and the key is
implicit in the notation for simplicity. Trivially, the
public key PK is an empty string ifP0 is a symmetric
scheme.

� ENC: On input a message m, the encryption algo-
rithm outputs a ciphertext c ¼ ENCðmÞ.

� DEC: On input the ciphertext c, the decryption algo-
rithm outputs the messagem ¼ DECðcÞ.

� Inc-ENC: On input a slightly modified message m0,
the original message m, and the ciphertext c on m,
the incremental encryption algorithm outputs the
(incremental) ciphertext c0 ¼ Inc-ENCðm0Þ ¼ ðc; P Þ,
where P ¼ ðp1; p2; . . . ; pvÞ denotes the bit positions
where m0 and m have different values, i.e.,
m½pi� 6¼ m½pi� for 1 � i � v.

� Inc-DEC: On input the ciphertext c0 ¼ ðc; P Þ, the
incremental decryption algorithm outputs the mes-
sage m0. Trivially, it firstly decrypts c to obtain m
and then performs the bit flipping operation on the
location pi (1 � i � v) ofm.

In the following, we present the formal security proof of
our construction.

Theorem 4.1. If P0 is an IND-CCA secure (symmetric or asym-
metric) encryption scheme, then P is also an IND-CCA secure
encryption scheme.

1. In some scenarios, the client is allowed to invest a one-time expen-
sive computational effort. This is known as the amortized model of out-
sourcing computations [39].
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Proof. We prove by contradiction. Assume that there exists a
polynomial time IND-CCA adversary A can successfully
attack the scheme P with a non-negligible probability � in
time T , then we can construct another polynomial time
IND-CCA adversary A0 that uses A as a subroutine to
attack the scheme P0. Without loss of generality, we
assume thatA canmake atmost q1 þ q2 decryption queries.

Let c0i ¼ ðci; PiÞ be a decryption query issued by A.
Trivially, A0 can relay the partial decryption query ci to
the challenger C inP0. Suppose the response of C ismi,A0

performs the bit flipping operation on the location Pi of
mi to obtainm0i. Then,A0 respondsm

0
i to the query c

0
i ofA.

After issuing q1 decryption queries, A chooses two
distinct (challenge) messages (m00, m

0
1) and sends them to

A0. Similarly, A0 can compute two corresponding (chal-
lenge) messages (m0, m1) for scheme P0, where mb

(b 2 f0; 1g) is obtained by performing the bit flipping
operation on the location P of m0b and P is some bit posi-
tions randomly chosen by A0.

Let the challenge ciphertext by C be c ¼ ENCðmbÞ.
Trivially, A0 can compute the corresponding challenge
ciphertext c0 ¼ ðc;PÞ for A. Then, A can issue further q2
decryption queries except c0 and A0 responds in the
same way as above.

Finally, A outputs its guess b0 2 f0; 1g. Then, A0 can
replay b0 as its guess in the scheme P0. Trivially, the suc-
cess probability of A0 is also �. tu

Remark 2. As pointed out in [11], incremental encryption
leaks some information that is kept secret when using a
traditional encryption scheme. In the proposed incre-
mental encryption scheme Inc-ENC, an adversary can
determine where a modification takes place, but still
cannot determine the symbol being modified (i.e., hide
details about the data record m and m0). This is similar
to previous incremental encryptions [11], [12], [46].
In order to achieve stronger privacy, it should also
encrypt the modified location information P . That is,
Inc-ENCðm0Þ ¼ ðENCðmÞ;ENCðP ÞÞ. On the other hand,
though we only focus on the bit flipping operation in
our construction, it can be extended to other operations
such as insert, delete, etc.

Remark 3. After performing l rounds of update, the cipher-
text is ðENCðmÞ; P1; . . . ; PlÞ. We present a more efficient
method to represent the ciphertext. We can give the fol-
lowing recursive definition if we view Pj as a set:

�P1 ¼ P1;
�Pjþ1 ¼ �Pj 	 Pjþ1 ¼ ð �Pj � Pjþ1Þ [ ðPjþ1 � �PjÞ:

As a result, the ciphertext is now ðENCðmÞ; �PlÞ (or

ðENCðmÞ;ENCð �PlÞÞ to enhance the privacy). This ensures
to delete the identical positions information of Pj (thus
no bit flipping operation is requires in these positions)
and the ciphertext is also shortened.

5 INC-VDB FRAMEWORK FROM VECTOR

COMMITMENT

In this section, we present an efficient Inc-VDB framework
from vector commitment and the incremental encrypt-then-

MAC mode of encryption. Besides, we propose a concrete
Inc-VDB scheme based on the CDH assumption.

5.1 High Description

Catalano and Fiore presented an elegant construction for
building a general VDB framework from vector commit-
ment [22]. The main idea is as follows: Let C be the vector
commitment on the database. Given a query on index x by
the client, the server provides the value vx and the opening
of commitment as a proof that vx has not been tampered
with. During the update phase, the client computes a new
ciphertext v0x and a token t0x and then sends them to the
server. Finally, the server updates the database and the cor-
responding public key with the pair ðt0x; v0xÞ. We also use the
vector commitment to construct incremental VDB schemes.
However, the main difference is that the client in our con-
struction does not compute the updated ciphertext v0x and
the corresponding (updated) commitment C0 in the token
t0x. The main trick is that we use the above incremental
encryption to generate the ciphertext v0x. More precisely, we
define v0x ¼ ðvx; PxÞ, where Px ¼ ðp1; p2; . . . ; pvÞ denotes the
bit positions where m0x and mx have different values, i.e,
m0x½pi� 6¼ mx½pi� for 1 � i � v. Trivially, given v0x ¼ ðvx; PxÞ,
the client firstly decrypts vx to obtainmx, and then performs
the bit flipping operation on the positions of Px to obtain
m0x. Since the bit flipping operation is extremely fast, the
computation overhead of decrypting v0x is almost the same
as that of decrypting vx. Moreover, it requires much less
storage since jPxj 
 jv0xj (note that we only consider the
case of incremental updates). Besides, we argue that the
incremental encryption scheme ðENC; P Þ is more suitable
for discrete and uniform update on the data record (note
that previous incremental encryption schemes mainly focus
on local updates, e.g., updates on a single block of the data).

Note that the secret key of the client should be involved
in the update algorithm. That is, only the client is allowed to
update the database. In order to achieve this goal, we utilize
the encrypt-then-incremental MAC mode of encryption
[12], i.e., an incremental encryption together with an incre-
mental MAC of the ciphertext (the encrypt-then-MAC
approach [18]). Trivially, we could use an incremental sig-
nature scheme to substitute the incremental MAC. In our
concrete construction, we adopt the (incremental) BLS sig-
nature scheme [17]. For every update, the client first verify
the current BLS signature on the commitment CR and all the

current modifications ðP ð1Þx ; . . . ; P ðT Þx Þ of the data record vx,

where P ðiÞx denotes the modification in the ith update for
1 � i � T . This ensures that the current database is not tam-
pered with by the server.2 If the verification holds, the client

then sends a new modification P ðTþ1Þx and the correspond-
ing (incremental) BLS signature to the server.

Since we also use the signature to achieve the integrity of
the database, it is essential to invoke the previous signatures
given to the server. Our trick is that we introduce a counter

2. Bellare, Goldreich, and Goldwasser pointed out that some incre-
mental signature schemes may suffer from the so-called substitution
attack in some scenarios. However, it assumed that the adversary can
successfully tamper with the data and the signer does not check the cor-
responding signatures. Obviously, the attack does not work in our
scheme.
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Tx to denote the update times of each index x. Also, the
server computes a BLS signature s on all counters Tx for
1 � x � q. After an update on the record vx is accomplished,
let Tx  Tx þ 1. Then, the server computes an incremental
BLS signature on the updated counters (note that only the
value of Tx is slightly modified). Given a previous signature
s on the count Tx, the client can reject it by providing a new
signature s0 on the latest counter T 0x since Tx < T 0x. Note
that the server cannot deny his signature, therefore this is a
proof that the server is dishonest when a dispute occurred.

If we use different vector commitment schemes and
incremental encryption/signature schemes, we can obtain
various constructions for Inc-VDB schemes. That is, the par-
adigm by incorporating the primitive of vector commitment
and the encrypt-then-incremental MAC mode of encryption
actually provides a general framework for constructing
Inc-VDB schemes.

5.2 A Concrete Inc-VDB Scheme

In this section, we propose a concrete Inc-VDB scheme
based on the CDH assumption.

� Setupð1k;DBÞ: Let k be a security parameter. Let the
database be DB ¼ ðx; vxÞ for 1 � x � q. Let G1 and
G2 be two cyclic multiplicative groups of prime order
p equipped with a bilinear pairing e : G1 � G1 ! G2.
Let g be a generator of G1. Let H : G1 � f0; 1g� ! G1

be a cryptographic hash function. Randomly choose
q elements zi 2R Zp and compute hi ¼ gzi , hi;j ¼ gzizj ,
where 1 � i; j � q and i 6¼ j. Set PP ¼ ðp; q;G1;G2;
H; e; g; fhig1�i�q; fhi;jg1�i;j�q;i 6¼jÞ, and the message

spaceM¼ Zp.
3

Let ða; Y ¼ gaÞ and ðb; S ¼ gbÞ be the secret/public
key pair of the client and server, respectively, where
a;b 2R Z�p. Trivially, the validity of Y and S are

ensured by the corresponding certificate of a trusted

third party, i.e, certificate authority. LetCR ¼
Qq

i¼1 h
vi
i

be the root commitment on the database record vector
ðv1; v2; . . . ; vqÞ. For 1 � x � q, let Tx be a counter

for index x with the initial value 0 and Hð0Þx ¼
HðCR; x; 0Þa. The server can use the batch verification
technique of BLS signatures [23] to ensure the validity

of Hð0Þx for 1 � x � q, which requires only the work-
load of two pairings. Then, the server computes a sig-

nature s ¼ HðCR; 0; 0; . . . ; 0Þb on CR and all initial
counters ð0; 0; . . . ; 0Þ (note that all Tx has an initial
value 0). Also, set aux ¼ faux1; . . . ; auxqg, where

auxx ¼ ðHð0Þx ; 0Þ for 1 � x � q.
DefinePK ¼ ðPP; CR; aux; DBÞ andSK ¼ a.

� QueryðPK; xÞ: Assume that the current public key
PK ¼ ðPP; CR; aux; DBÞ. Given a query index x, the

server computes px ¼
Q

1�j�q;j6¼x h
vj
x;j and returns

the proofs

t ¼ ðvx;px;H
ðTxÞ
x ; P ð1Þx ; . . . ; P ðTxÞx ; TxÞ:

� VerifyðPK; x; tÞ: Parse the proofs t ¼ ðvx;px; HðTxÞx ;

P ð1Þx ; . . . ; P ðTxÞx ; TxÞ. If the counter Tx in t is less
than the one in s that the client stored locally, the
client rejects the proofs t. Otherwise, the client can
verify the validity of t by checking whether the
following two equations eðCR=h

vx
x ; hxÞ ¼ eðpx; gÞ

and eðHðTxÞx ; gÞ ¼ eðHðCR; x; P
ð1Þ
x ; . . . ; P ðTxÞx ; TxÞ; Y Þ

hold.4 If the proofs t are valid, the verifier accepts

them and outputs vðTxÞx ¼ ðvx; P ð1Þx ; . . . ; P ðTxÞx Þ. Other-
wise, outputs an error ?.

� Inc-UpdateðSK; x; P ðTxþ1Þx Þ: To update the record of
index x, the client firstly retrieves the current record

vðTxÞx from the server. That is, the client obtains
t  QueryðPK;S; xÞ from the server and checks that

VerifyðPK; x; tÞ ¼ vðTxÞx 6¼?. Then, the client computes
the incremental signature

t0x ¼ HðTxþ1Þx ¼ HðCR; x; P
ð1Þ
x ; . . . ; P ðTxþ1Þx ; Tx þ 1Þa

and then sends ðt0x; P ðTxþ1Þx Þ to the server. If t0x is

valid, then the server adds P ðTxþ1Þx to the record of
index x, and updates auxx in PK, i.e., auxx  
ðt0x; P ð1Þx ; . . . ; P ðTxþ1Þx ; Tx þ 1Þ. Also, the server com-
putes an updated incremental signature s ¼ HðCR;

T1; T2; . . . ; Tx þ 1; . . . ; TqÞb and sends it to the client.
If s is valid, the client updates it together with Tx þ 1
locally. Finally, set Tx  Tx þ 1.

Remark 4. Note that the proof px ¼
Q

1�j�q;j6¼x h
vj
x;j is always

identical for all queries to the same index x. Therefore,
the server only needs to compute px once for the first
query on index x (this is different from the scheme [22]).
Trivially, the server requires much less computational
overhead for the query algorithms. Besides, we can use
the techniques in Remark 3 to shorten the proofs t.

Remark 5. It is trivial that the above framework supports
the property of public verifiability (note that any verifier
should also check the validity of the counter Tx). Simi-
larly, we can also adopt the idea of using a verifiable ran-
dom function to achieve private verifiability. For more
details, please refer to [22].

Remark 6. The storage overhead of client in our construc-
tion is all counters Tx and the latest BLS signature s.
Note that the number of Tx is dependent of q, we estimate
the storage overload of client for very large q.

Assume that q ¼ 108 and the counter Tx for each index x

is 106 (that is, the database has 108 records and for each
index x it has been updated 1 million times). This means

that total updated times for the database is 106�10
8
(this is a

giant update times in the real applications). However, the

storage of client is only about 7 � 108 bits (less that 700 M). It
is still tolerable even for a resource-limited user.

In the following we present a new solution to further
reduce the storage overload of client. The trick is to still use

3. Though the message spaceM in this construction is Zp, it can be
easily extended to support possibly large payload vi by using a colli-
sion-resistant hash functionH : f0; 1g� ! Zp.

4. If the verifier is client, then he needs only check whether the equa-
tion HðTxÞx ¼ HðCR; x; P

ð1Þ
x ; . . . ; P ðTxÞx ; TxÞy holds in order to decrease the

computation overload.
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vector commitment. The server computes the signature

s ¼ HðCR;CT Þb, where CT is the vector commitment on all
counters ðT1; T2; . . . ; TqÞ. Therefore, the client only requires
to store s and CT and the storage overhead is independent
of q. Trivially, the server should provide a valid opening
of CT as a proof during the verification phase. Due to the
property of vector commitment, the update of CT is still
incremental.

Remark 7. The existing VDB schemes [19], [22] and our con-
struction only support the query based on index. The rea-
son is that we just view the database as a set of tuples
ðx;mxÞ. In the real applications, these schemes could be
extended to allow queries based on some values. Besides,
for the simplicity of description, all three schemes only
considered the queries over single index in each update.
Nevertheless, they could also be extended to queries
over multiple indexes in one update. We appreciate an
anonymous referee for pointing out this issue.

5.3 Security Analysis

Theorem 5.1. The proposed Inc-VDB scheme is secure under the
CDH assumption holds.

Proof. Similar to [22], we prove the theorem by contradic-
tion. Assume there exists a polynomial-time adversary A
that has a non-negligible advantage � in the experiment

ExpInc-VDB
A ½DB; k� for some initial database DB, then we

can use A to build an efficient algorithm B to break the
Squ-CDH assumption (which is equivalent to CDH
assumption). That is, B takes as input a tuple ðg; gaÞ and
outputs ga

2
.

Without loss of generality, we assume that the secret/
public key pairs of B and A are ða; Y ¼ gaÞ and

ðb; S ¼ gbÞ, respectively. First, B randomly chooses an
element x� 2R Zq as a guess for the index x� on which A

succeeds in the experiment ExpInc-VDB
A ½DB; k�. Then, B

randomly chooses zi 2R Zp and computes hi ¼ gzi all
1 � i 6¼ x� � q. Let hx� ¼ ga. Besides, B computes:

hi;j ¼ gzizj for all 1 � i 6¼ j � q and i; j 6¼ x�;
hi;x� ¼ hx�;i ¼ ðgaÞzi for all 1 � i � q and i 6¼ x�.
Set PP ¼ ðp; q;G1;G2;H; e; g; fhig; fhi;jgÞ, where

1 � i 6¼ j � q. Given a database DB, B computes the

commitment CR ¼
Qq

i¼1 h
vi
i . Also, B computes Hð0Þx ¼

HðCR; x; 0Þa for 1 � x � q. Set aux ¼ faux1; . . . ; auxqg,
where auxx ¼ ðHð0Þx ; 0Þ for 1 � x � q.

Define PK ¼ ðPP; CR; aux; DBÞ and SK ¼ a. Note that
PK is perfectly distributed as the real ones. B sends PK to

A and A responds with s ¼ HðCR; 0; 0; . . . ; 0Þb.
To answer the verify and update queries of A in the

experiment, B just simply runs the real QueryðPK; xÞ and
Inc-UpdateðSK; x; P ðTxþ1Þx Þ algorithms and responds with

the same value. Note that the Inc-UpdateðSK; x; P ðTxþ1Þx Þ
algorithm requires the secret key a of B, and A cannot
perform this algorithm without the help of B. After
every update query, A responds with s ¼ HðCR; T1;

T2; . . . ; Tx þ 1; . . . ; TqÞb.
Suppose that ðx̂; t̂Þ be the tuple returned by A at the

end of the experiment, where t̂ ¼ ðv̂; p̂x̂; H
ðTx̂Þ
x̂ Þ and

v̂ ¼ ðv̂x̂; P̂ ð1Þx̂ ; . . . ; P̂
ðTx̂Þ
x̂ ; Tx̂Þ. Besides, note that if A wins

with a non-negligible advantage � in the experiment,

then we have v̂ 6¼?, v̂ 6¼ v
ðTx̂Þ
x̂ . Since H

ðTx̂Þ
x̂ is a valid BLS

signature generated with the secret key a of B, we have

P̂
ðiÞ
x̂ ¼ P

ðiÞ
x̂ for all 1 � i � Tx̂. Otherwise, A successfully

forged a new BLS signature. Therefore, we have v̂x̂ 6¼ vx̂.
If x̂ 6¼ x�, B aborts the simulation and fails. Otherwise,

note that hx̂ ¼ ga and eðCR; hx̂Þ ¼ eðhvx̂
x̂ ; hx̂Þeðpx̂; gÞ ¼

eðhv̂x̂
x̂ ; hx̂Þeðp̂x̂; gÞ, B can compute

ga
2 ¼ ðp̂x̂=px̂Þðvx̂�v̂x̂Þ

�1
:

The success probability of B is �=q. tu
Theorem 5.2. The proposed Inc-VDB scheme is correct.

Proof. If the server is assumed to be honest, then the proofs

t ¼ ðvx;px;H
ðTxÞ
x ; P ð1Þx ; . . . ; P ðTxÞx ; TxÞ:

First, note that CR=h
vx
x ¼

Q
1�j�q;j6¼x h

vj
j and px ¼Q

1�j�q;j6¼x h
vj
x;j, we have eðCR=h

vx
x ; hxÞ ¼ eðpx; gÞ: Second,

due to HðTxÞx ¼ HðCR; x; P
ð1Þ
x ; . . . ; P ðTxÞx ; TxÞa, we have

eðHðTxÞx ; gÞ ¼ eðHðCR; x; P
ð1Þ
x ; . . . ; P ðTxÞx ; TxÞ; Y Þ. Hence, the

output of the verification algorithm is always the value

vðTxÞx . tu
Theorem 5.3. The proposed Inc-VDB scheme is efficient.

Proof. It is trivial that the computational and storage
resources invested by the client in our scheme is inde-
pendent of the size of the database (except for a one-
time Setup phase). More precisely, in the Verify algo-
rithm, the client requires the workload of four pairings
and an exponentiation in G1 (note that it can be reduced
to two pairings and two exponentiations in G1). Besides,
in the Inc-Update algorithm, the client only requires the
workload of computing an incremental BLS signature.
That is, the computational overload of client is to per-
form an exponentiation in G1 and an incremental hash-
ing operation. On the other hand, the storage of client is
only two elements in G1 (please refer to Remark 6 for
more discussions). tu

Theorem 5.4. The proposed Inc-VDB scheme is accountable.

Proof. Given the proofs t with the counter Tx for index x,
the client firstly compares it with the latest counter Tc for
same index x that he stored locally. If Tx < Tc, then
the client sends the corresponding signature s on Tc to
the judge as a proof. Otherwise, he sends t to the judge
as a proof since the verification of t will fail if the server

has tampered with the database (i.e., either vx or P ðiÞx for
1 � i � Tx). tu

5.4 Efficiency Analysis

In this section, we present the efficiency analysis of the
proposed scheme and give a comparison with schemes
[19], [22].

First, all of the three schemes require a one-time expen-
sive computational effort in the Setup phase. Second, our
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proposed scheme simultaneously satisfies the properties of
public verifiability and accountability. Besides, our scheme
is efficient since the computational resources invested by
the client are independent on the size of the database.
Finally, the server invests almost all of the storage resources
in order to store and update the database. Trivially, as
shown in Remark 6, the storage overhead of client is only
two elements in G1.

Table 1 presents the comparison among the three
schemes. We denote by M1 (resp. M2) a multiplication in
G1 (resp. G2), by E an exponentiation in G1, by I an inverse
in G1, by P a computation of the pairing,5 by F an opera-
tion on a pseudo-random function, by H a regular hashing
operation,6 by E (resp. D) a regular encryption (resp.
decryption) operation, and by H an incremental hashing
operation [15]. We omit other operations such as addition
in G1 for all three schemes.

In the query algorithm of our scheme, the server does
not need to compute the proof each time as discussed in
Remark 2. Betises, in the verify and update algorithms,
the client in our scheme requires less computational over-
head since it does not require to perform the operations
of encryption and hashing from scratch. Therefore, our
scheme is much more efficient than schemes [19], [22] in
these three algorithms. On the other hand, the server in
update algorithm of our scheme requires a little more
computational overhead, i.e., an incremental BLS signa-
ture, in order to achieve accountability. If we use the
incremental hash-then-sign paradigm, the server only
performs the operations of an an exponentiation in G1

and an incremental hashing.

6 PERFORMANCE EVALUATION

In this section, we provide a thorough experimental evalua-
tion of the proposed Inc-VDB scheme. Our experiments are
simulated with the pairing-based cryptography (PBC)
library and OpenSSL open-source library on a LINUX
machine with Intel Core i7-4600U processors running at
2.70 GHz and 8 G memory. Throughout this experiment, in
order to precisely evaluate the computation complexity at

both client and server sides, we simulate both entities on
this LINUX machine.

Since the Type 1 pairing functions are actually shown to
be insecure (or very inefficient after some fixing) [2], we do
the experiment using the asymmetric pairings (i.e., either
Type 2 or Type 3 pairings). The elliptic curve we used is a
MNT d224-curve, where the base field size is 224-bit and
the embedding degree of the curve is 6 [44]. Also, we adopt
the famous CryptDB [20] database system in the experi-
ments and the dataset is the encrypted file with the length
of 8 MB.

We provide the time costs simulation for schemes [19],
[22] and our scheme in Figs. 1, 2 and 3. Also, we provide the
performance analysis of our incremental encryption in
Fig. 4. The time cost of query, verify and update algorithms
for all three schemes are shown in Figs. 1, 2, 3a and 3b,
respectively. Fig. 1 shows that the query time cost of our
scheme is always 0, and the query time cost of scheme [22]
is relatively small compared with scheme [19]. As shown in
Fig. 2, the verification time cost of the three schemes are all
linear with the commutating count, and our verification
algorithm is the most efficient one. The main reason is that
we use the incremental hash algorithm in our scheme (the
input for the incremental hash algorithm in our simulation
is 8 MB).

In Fig. 3a, we provide the efficiency comparison for
data update of the client side. The simulation results
show that the growth rate of our scheme is much smaller
than that of schemes [19], [22]. Fig. 3b shows the effi-
ciency comparison for data update of server side. The
scheme [22] does not need any computation cost in this

TABLE 1
Efficiency Comparison

Scheme Benabbas-Gennaro-Vahlis Scheme Catalano-Fiore Scheme Our Proposed Scheme

Computational Model Amortized Model Amortized Model Amortized Model
Computational Assumption Subgroup Member Assumption CDH Assumption CDH Assumption
Public Verifiability No Yes Yes
Accountability No No Yes
Server Computation (QueryÞ ðq � 1ÞM1 þ 2P ðq � 1ÞðM1 þ EÞ /

Verifier Computation (VerifyÞ 3M1 þ 1M2 þ 3E þ 2F þ 1P þ 1H 1M1 þ 1E þ 2P þ 1H 1M1 þ 1E þ 4P þ 1H þ 1H
Client Computation (UpdateÞ 1M1 þ 1M2 þ 3E þ 2F þ 1P þ 1E þ 1Dþ 1H 1M1 þ 1E þ 1E þ 1Dþ 2H 1E þ 1Dþ 1H
Server Computation (UpdateÞ 1M1 / 1E þ 1H

Fig. 1. Query comparison.

5. We argue that the groups G1 and G2 in Benabbas-Gennaro-
Vahlis’s scheme are different from those in our scheme since their
scheme uses bilinear groups of composite order. Actually, the opera-
tions in the composite order groups require much more expensive
computational overload though we use the same notions for both
schemes [33].

6. Note that regular means the output of operation should be com-
puted from scratch.
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phase, and thus the computation time is always 0. Since
we introduce the pairing computation in the server data
update phase, the computation cost of our server side
update is relatively higher than that of the scheme [19].
However, we argue that the computational overhead of
query algorithm is only performed by the cloud server
rather than the resource-constrained client. Therefore, it is
reasonable for cloud outsourcing environment. On the
other hand, the simulation results in Fig. 4 indicate that
our incremental encryption scheme is much more efficient
than the normal encryption scheme when the number of
updated blocks are sufficiently large. In both verification
and update algorithms which are performed by client, the
simulation results indicate that our scheme is more effi-
cient than scheme [19]. Besides, since the scheme [22] suf-
fers from the FAU attack and the scheme [19] only
provides private verifiability, our scheme is most suitable
for real-world applications.

7 CONCLUSION

The primitive of verifiable database with efficient updates is
useful to solve the problem of verifiable outsourcing of stor-
age. However, the existing schemes cannot satisfy the prop-
erty of incremental update, i.e., the client must re-compute
the new ciphertext and the updated tokens from scratch
each time. In this paper, we first introduce the notion of
verifiable database with incremental updates (Inc-VDB)

that can lead to huge efficiency gain when the database
undergoes frequently while small modifications. Besides,
we propose a general Inc-VDB framework by incorporating
the primitive of vector commitment and the encrypt-then-
incremental MAC mode of encryption. We also present a
concrete Inc-VDB scheme based on the CDH assumption.

The proposed construction supports the data update
such as replacement and deletion operation. However, it
seems not be applicable of the insertion operation due to the
vector commitment. Thus, an interesting open problem is to
propose a general Inc-VDB construction that supports all
different updating operations.
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